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Abstract

Umple is a model-oriented programming technology designed to teach modeling while at the same time being practical for industrial application. In this paper we discuss six principles we followed in order to ensure Umple can be effective as a learning resource: being highly usable, facilitating incremental learning, providing an experience of positive reinforcement in learners, convincing learners about the value of the material, broadening learning opportunities, and being inexpensive.

1. Introduction

Teaching modeling can be a challenge. If taught abstractly, or with tools that merely allow drawing of diagrams, students often miss the point. They learn syntax, but leave without understanding the value of modeling and without being able to model with reasonable competence [1]. Until recently, the only way to ensure students can create real systems from models was to purchase expensive or complex tools. But both expense and complexity run counter to the needs of educators and learners.

In this paper we describe the principles we use to ensure that the Umple [2] model-oriented programming technology is effective for teaching and learning modeling.

1.1 Quick overview of Umple

Umple is a modeling technology designed to help people learn to model well. The lessons embodied in Umple were derived from years of teaching first OMT [3], and then UML [4], and also observing modellers working in industry [5].

Umple has several aspects that work together:

• It adds textual renderings of modeling concepts to programming languages, allowing programmers to increase their level of abstraction, and write less code [6]. It supports UML class and state diagrams, various patterns, aspects, constraints and concurrency, generating Java, PHP and C++. An Umple program can be seen as a base language program with Umple syntax added, or an Umple program with base language syntax embedded for such things as algorithmic methods. Figure 1 gives a sample of Umple. Many more examples are available in the Umple user manual [7].

• It allows models to be either written textually, or drawn as diagrams, and keeps the two in synchronization. Umple can be run on the web using a website called UmpleOnline [8] (Figure 1), in Eclipse or on the command line.

• It performs extensive analysis of models. Figure 1 shows an example of the display of warnings (each of which has a link to an explanation in the user manual).

• It generates high quality code in Java, PHP and C++ that fully supports the semantics of the modeling constructs. For example, it allows nested state machines at arbitrary levels of depth, with concurrent activities run in threads. It generates code that respects multiplicity constraints and the need for referential integrity.
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Umple is not only a tool for educational use; it is designed for use in industry too, on projects of all scales. In fact, the developers hope that by making a learnable tool, they are also likely to foster more and better modeling in industry.

1.2 Use of Umple in Teaching

Umple has been used in teaching since 2009 by several professors. It has been used in courses ranging from the high-school level to graduate studies.

We analysed the grades of students in the years before and after Umple was introduced and discovered that students performed much better at creating basic models after Umple was introduced [1]. Students also showed significant satisfaction with the use of Umple.

Fig. 1. UmpleOnline, showing Umple text on the left. Lines 4 + 26-28 represent UML associations. Lines 13-23 is a state machine. Lines 21-23 show a method from a base language embedded in Java code. This is called in the state machine on line 18. The UML diagram on the right is always in synch with the text.

2. Educational principles deployed in Umple

The following sections discuss the principles deployed in the design of Umple to make it more suitable for education.

2.1 Principle 1: Focus on high usability

A well-established concern about modeling tools is that they are not as usable as they could be [9]. Choosing a modeling tool poses a challenge for the educator because she or he must either choose a tool so simple that it doesn’t do enough, or else too complex.

Usability can be decomposed into related properties [10]. We chose the following three subcategories on which to focus, based on our experiences with other tools.
2.1.1 The tool is simple (easy to install, learn and remember): A key objective was to keep Umple simple, at least for students and most general usage. As features are added, it is essential that they be only exposed as needed and as expertise builds.

The first aspect of simplicity is easy of installation. UmpleOnline exposes most of the power of Umple directly in the browser, hence requiring zero installation. No login is required to start using it for modeling, allowing the professor to instantly illustrate points, and for students to try them out with no delay. Umple also provides a command-line compiler as a Java jar – also easy to install and run for those who prefer, as well as a standard Eclipse plugin in a single file. Only the Eclipse plugin is non-trivial to install, although it is no more complex than other Eclipse plugins.

Ease of learning implies that the functionality must be ‘discoverable’, and once discovered can be remembered. This is exemplified in UmpleOnline in several ways: When first launched, there is a central menu that makes clear the three most important actions are ‘Load’, ‘Draw’ and ‘Generate’ (Figure 1). The ‘gestalt principle’ is invoked by placing each of these groups of functionality within boxes. There are two other simple groups of items (‘Options’ and ‘Save and Reset’) that can be selected too. We fine tuned this interface while working with students, and observe that students find this minimalist interface self-explanatory and also quick to use.

Ease of learning implies ‘obviousness’ as above, but for a modeling language there also needs to be readily accessible and well-organized documentation with lots of relevant examples. Both the Umple user manual [7] and UmpleOnline [8] have many live examples. User manual examples can be loaded with one click into UmpleOnline.

Several other notable tools that also focus on simplicity in learning how to develop software are GreenFoot [11] and the related BlueJ [12] platform. Greenfoot is discussed in some detail by DeReamer [13].

2.1.2 The tool guides users away from errors and gently helps the learner to correct them: As Figure 1 illustrates, Umple gives a large number of warnings and other messages that help to guide the user to create models that will result in valid programs. It is possible to continue to informally model in the presence of warnings, however. The Umple user manual has a page for each error or warning, with examples that cause each message, and examples of how each problem can be solved.

2.1.3 Response time is fast: Students are busy, and professors in lectures are even more concerned about lack of delay, so response time in Umple was a key concern. Umple’s web-based implementation is zero-footprint; it loads much faster than Eclipse for example. It also quickly updates the diagram or text when the other is edited, and code is generated quickly too. The command-line compiler works as fast as typical compilers.

2.2 Principle 2: Build knowledge and skills incrementally

We anticipate most students will experience their first modeling lessons after learning the basics of programming. For these students, a key Umple objective was to initially add ‘a touch of modeling’ to their repertoire of skills, building on their programming background, but not replacing it. We hence chose to provide modeling concepts in a textual form, that parsimoniously and synergistically work with other C-family languages (Java, C++, PHP), yet dynamically generate UML diagrams. Once the learner understands the diagrams, they can edit them instead, and gradually increase the modelling content embedded in their code.

On the other hand, some learners might have their first programming experience using Umple as a modeling tool. It is therefore possible to use Umple purely graphically, sketching
the structure or behaviour of a system. The learner can then be taught to fill in details (e.g. a main method) to create a program that executes.

2.3 Principle 3: Give positive reinforcement to learners

In psychology [14], one of the key modes of ‘operant conditioning’ for learners is positive reinforcement, in which learners are given a reward for achieving something. In computer programming, the reward is a working program: A usable language will facilitate learning because students repetitively achieve success at getting increasingly sophisticated programs to work. Programming hence becomes exciting and enjoyable. The shorter the compile-run-debug cycle, the faster and more intense the learning process.

Learning to model should be the same, but this is only possible if models can actually be created simply, and executed without delay. As a result, Umple learners get the same exciting experience of rapidly seeing their models turned into functioning systems. The user manual [7] has executable examples, which can be used as given or adapted.

Vihavainen et al. [15] describes other approaches to giving positive reinforcement in learning how to develop software, in their Extreme Apprenticeship approach.

2.4 Principle 4: The tool convinces learners of the value of what they learn

Prior to the introduction of Umple, many students openly wondered why they shouldn’t just write code. What was the point of drawing the diagrams?

With Umple, students can rapidly see that they can generate large amounts of code in their target language from very small amounts of Umple text, or UML diagrams. Furthermore, the generated code is written in a manner so as to be as readable as possible, and documentation (in Javadoc format) is also generated at the same time, so users see yet another benefit of modeling and the Umple approach.

It is necessary, however, to go further: To convince students that this approach scales up. To do this, we wrote Umple in itself and made it open source. The entire compiler (99 files, 38000 lines of Umple code including embedded Java) is available for examination and modification. The generated class diagram is also available and allows navigating about the code [16]. Figure 2 shows a screen image of part of this large diagram.

![Fig. 2. Part of the dynamically generated class diagram of Umple itself (metamodel.umber.org) [16], used to help students appreciate the practicality of what they are learning (Principle 4), and also to help them actively contribute to Umple development (Principle 5).](image-url)
The fact that Umple has been, and continues to be sponsored by industry (IBM, Ericsson, GM, the Canadian Defense Department) also helps to convince learners of its usefulness: Students see that they are learning transferrable skills.

2.5 Principle 5: The tool gives maximum opportunities for learning

Many UML tools either do not cover UML comprehensively, or generate weak code [17]. Umple was designed to be strong in both aspects, while remaining simple. Umple was also designed with a variety of additional features to expand what can be taught and learned beyond pure modeling: It has aspect-oriented features, concurrency, constraints (including method preconditions for example), and has several built-in design patterns.

The compiler itself also can be used to demonstrate many aspects of both model-driven software engineering (since it is written in itself) and agile software development. In particular, it uses test-driven development and continuous integration.

The Umple compiler has been used to give students active development experience in not just modeling, but also all other aspects of software engineering. Over 30 students from 12 Canadian universities [18] and also from Brazil have contributed to Umple as part of their fourth-year undergraduate ‘capstone’ courses. Two PhD theses have been completed on Umple [17] [19], as have several Masters theses. Five PhD students and are in progress. Through these experiences, students come to see modeling as a ‘second-nature’ part of their software engineering activity. Modeling is no longer ‘just for documentation,’ students come to see it as just as essential as programming.

2.6 Principle 6: The tool is inexpensive

Last but not least, in the educational community neither students nor institutions can afford very many expensive tools. Umple is free.

3. Conclusions

We have discussed six principles that guide the development of the Umple modeling technology, such that it can be effectively used to educate about modeling. These principles were derived from our experiences with other tools and our desire to do better.

The principles are: 1) Focus on usability; 2) Build on students’ knowledge incrementally; 3) Provide positive reinforcement; 4) convince students of the value of modeling; 5) Maximize opportunities for learning, and 6) Make it inexpensive.

Umple has been demonstrated to help students improve their modeling skills [1]. We recommend others creating modeling tools consider a similar approach.
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